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ABSTRACT: The need for software engineers has grown with the increased use of
software and computers in our society. Presently, formal education of software
engineers is being conducted at the graduate degree level. There are pressures to
extend this education to other academic levels; in fact, many baccalaureate degree
programs today include one or more software engineering courses. Difficulties
confronting software engineering education at the associatedegree level include:
limited educational and experience backgrounds of the students; faculty whose own
education did not include software engineering; and severe time and content
constraints imposed on such two-year programs. The author concludes that the two-
year associate-degree-level vocational/technical computer science program should
continue to focus on producing graduates with sound programming and problem-
solving skills. Once thesegraduates gain entry-level employment, they can then build
upon these fundamental skills, with experience and further education, toward a
software engineering career. Software engineering education in the two-year vocational/
technical program, therefore, should berestricted to that which directly enhances the
development of these basic skills; specific recommendations are offered for
consideration.
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THE ASSOCIATE-DEGREE-LEVEL VOCATIONAL/TECHNICAL

INTRODUCTION

The demand for software engineers
has paralleled the increasing use of
software and computers in our society.
To meet this demand, both in industry
and in the educational community,
software engineering and software
engineering education have grown
markedly since the inception of the
discipline in the late 1960s. As this

discipline matures, educational programs
are being developed and implemented.
The role of the two-year vocational/
technical computer science program in
this educational process also needs to be
considered. This paper examines that
role, identifies potential problems, and
offers recommendations to bound the
expectation of software engineering
education from such programs.

BACKGROUND

Software Engineering

At the heart of any definition of
software engineering (SE) is a recognition
of software as a product to which the
same care and discipline must be applied
during its construction, operation, and
modification as would be given a more

* This article first appeared in the SIGCSE Bulletin, Volume 21, Number 4, December 1989.
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tangible physical product. Rodjak’s (1)
definition, then, summarizes and
characterizes SE as:

technical, managerial, and
communicative skills to produce high
quality software products that are on
schedule, within budget, and meet user
requirements.”

Software Engineering Education

Fairley (2) outlines the ideal scenario
for software engineering education (SEE)
as one which would include: an
undergraduate degree; one to two years
of programmer-level experience; a
masters-level software engineering degree;
one to two years professional-level
apprenticeship; and for some, a doctoral
degree. In his article, Fairley classifies
the programmer-level work experience
as imperative. Without that experience,
Fairley argues, the undergraduate has no
basis for understanding the importance
and relevance of the necessary knowledge
and skills of the software engineer.

Freeman (3) recently reaffirmed the
‘essential elements of SEE,’ first identified
in 1976, as a set of content areas that
should underlie any curriculum,
specifically, the areas of computer science,
management science, communications,
problem-solving, and design methodology.
Freeman also notes that emphasis should
be given to the integration of management
and technical issues into SEE.

Today, SEE is being formally
conducted through masters-level
programs at a small number of institutions,
including Texas Christian University in
Fort Worth, Texas (4). Additionally, as
reported by Mynatt and Leventhal (5),
many baccalaureate-level computer
science programs include one or more
software engineering courses.

The United States Department of
Defense -established a Software
Engineering Institute (SEI) at Carnegie
Mellon University in Pittsburgh,
Pennsylvania. The SEI (6) has been given
a specific role in education, that of
influencing SE curricula development
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across the educational spectrum. SEI
educational activity to date has
concentrated on a graduate curriculum
project, because, as Gibbs reports in (6),
“... the best education remains a solid
major in computer science followed by
graduate professional education....”

The SEI does recognize that industry
and government pressures for
undergraduate degrees will increase.

At the heart of any
definition of software
engineering (SE) is a
recognition of sofiware as
a product to which the
same care and discipline
must be applied duning
its construction, operation,
and modification as would
be given a more tangible
physical product.

Further, the large number of
undergraduate students suggests the
greatest impact SEI may have on SEE as
a whole is through such programs.

Anundergraduate SEE projecthas
been established within the SEI; specific
materials produced by that project include:
recommendations for a senior-level one-
semester project-based SE course; a
10,000-line Ada system for software
maintenance projects; and a workshop
and pilot studies of the use of Ada in
freshman courses. Also of interest should
be the results of a SEI-sponsored workshop
in the summer of 1989 at which the
undergraduate SE curriculum was the
topic of discussion.

Finally, industry-based professional
groups such as the Data Processing
Management Association (DPMA) and
the Association for Computing Machinery
(ACM) are also involved in SEE; their
principal contributions are curricular
recommendations such as (7), (8), and

9).

TWO-YEAR ASSOCIATE OF
APPLIED SCIENCE (AAS)
DEGREE PROGRAMS

Program Contents

In their recommendations (9), the
ACM identifies two critical areas to be
addressed within the two-year program.
One emphasizes in-depth programming
knowledge, techniques, and skills
supported by training in problem-solving
and logical analysis; a second deals with
the environment of the programmer during
the analysis, design, implementation, and
operation phases of an application project.
The ACM recognizes that software
engineering will impact the role of the
programmer but does not specifically
address that impact in their
recommendations.

Two of the DPMA associate-level
recommendations (8) are directed at
qualifying graduates for entry level
positions as programmers or in jobs
requiring  integrated use of
microcomputers. A course to introduce
prototyping and fourth generation tools
is also included in these recommendations.

Both the ACM and DPMA curricula
models include a capsione project-
oriented systems development course.
Similarly, both acknowledge the
importance of courses which provide a
basic understanding of business and
industry; courses such as Introduction to
Business, Accounting, Economics,
Introduction to Engineering, etc., must
be a part of the AAS program.

An Example Program

The Texas Higher Education
Coordinating Board (10) describes AAS
programs as generally technical or
paraprofessional in nature, and designed
to prepare the graduate for immediate
employment and/or career advancement.
In Texas, the Board stipulates the length
of such programs be 60 to 72 semester
credit hours and contain a general
education core of 15 semester hours.

These  general  education
requirements, in turn, are mandated by
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the regional accrediting institution, the
Southern ‘Association of Colleges and
Schools (11). As a specific example of
the AAS degree, the Associate in Applied
Science in Computer Science Degree,
Business Applications Option, at Tarrant
County Junior College (TCIC) in Fort
Worth, Texas (12) is outlined in Table 1.

DIFFICULTIES FACING TWO-
YEAR PROGRAMS AND
SOFTWARE ENGINEERING
EDUCATION

Program Requirements and Time
Constraints

Referring to the TCIC computer
science degree program option presented
in Table 1, it is clear the addition of any
SEE course would require deletion of
some other (so not to violate the Texas
Higher Education Coordinating Board
guidelines). The decision as to which
course should be eliminated would not
be an easy one to make.

First, the 15-hour general education
requirement derives from state and
regional accrediting agencies. Next, the
15 hours devoted to business background
courses do not appear to be excessive,
Finally, the computer science content of
the degree compares favorably to the
guidelines available (e.g., the DPMA
recommendations); the total number of
credit hours, then, does not seem
unreasonable.

Student Preparation

The problem of student preparation
in terms of prior education and experience
isnotinconsequential. As noted earlier,
programmer-level experience is of
paramount importance to the
development of a software engineer. Yet,
most often, students attend the junior
colleges to gain the requisite language
skills so they may then enter, or move
into, entry-level programming positions.
Thus, the emphasis in AAS degree
programs is on programming and problem-
solving, still the skills which make such
graduates employable.

GENERAL EDUCATION
English Composition I

TABLELT: Associate in Applied Science in Computer Science
Business Applications Option
Turrant County Junior College in Fort Worth, Texas, 1988-89

HOURS

United States Government

College Algebra for the Social & Management Sciences ...

Business & Professional Communications

W WWwww

Interpersonal Communications
BUSINESS

Principles of Accounting I
Principles of Accounting 11

Approved Electives

O W W

COMPUTER SCIENCE
Fundamentals of Programming

BASIC (or Pascal) Programming
Assembly Language Programming

COBOL Programming I

COBOL Programming I1
Systems Analysis & Design

Systems Implementation

Operating Systems
Approved Electives

CHEWERARRAEEL

ot

TOTAL HOURS

~}
—

Evenat the four-year Management
Information Systems (MIS) degree level,
a recent survey by Seeborg and Ma (13)
of MIS graduates reported those graduates
ranked COBOL courses as most useful.
Also, a concern reported by Mynatt and
Leventhal in their survey of undergraduate
software engineering courses derives from
the difficult reading levels of computer
science journals and software engineering
textbooks; certainly in the AAS program
this problem is equally severe.

A final concern in the area of student
preparation, is the difficulty posed by the
project class. The limited experiences
and educational backgrounds of the two-
year students are constraining factors.
These factors, when combined with the
need to expose these students to the
software development process as a whole,
suggest the project class in a two-year
program is very difficult to carry out, and
less likely to be able to deal with large-
scale projects than those in baccalaureate-
level programs. Thus, the opportunities
for “programming-in-the-large” activities

(large systems developed by groups) at
the two-year level are severely limited, at
best, and are not very likely to be successful.

Faculty and Other Resources

Mynatt and Leventhal’s survey (5)
identifies staffing as a problem related to
the relative newness of the SE discipline.
Gibbs (6) also agrees that most teaching
faculty do not have a background in SE.
At the junior and community college
level, the competition for individuals with
SE backgrounds and education is
exacerbated by salarydifferentials and by
the more modest levels of computer
resources and support.

One  advantage the two-year
technical/ vocational programs may enjoy,
however, relates to acquiring software
engineers for adjunct faculty positions.
In the vocational/technical AAS program,
emphasis is placed on experience, vis a
vis academic credentials, as a principal
qualification of the faculty.
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For example, in the state of Texas
(14), faculty qualifications for an AAS
vocational/technical program may be
summarized as follows: a combination of
education and experience; technical
competence in the teaching field; and at
least an associate degree (with higher
degrees preferred).

Nonetheless, staffing issues will limit
the near-term ability of two-year
vocational/ technical colleges to integrate
SEE. Time and significant resources will
be required to educate the present faculty
of these institutions. In terms of hardware
and software, resource acquisition is an
ever-present challenge to the educational
institution. The two-year program faces
the same difficulties identified by Mynatt

-and Leventhal, primarily due to serious
competition for limited funds.

GUIDELINES FOR TWO-YEAR
VOCATIONAL/TECHNICAL AAS
PROGRAMS

The “programming-in-the-small”
(individual) knowledge and experiences
provided by existing AAS programming
language courses are a necessary
foundation on which the software engineer
builds. What the AAS program should
provide its graduates then, first and
foremost, is the same facility with
programming which is of paramount and
fundamental importance to the software
engineer.

As noted by Carver (15), Werth
(16), Calhoun (17), and Tam (18), there
exists a set of software development skills
which are important no matter the size of
the software product. Emphasis on
structured development, structured
programming, software quality, and
complete documentation should be
consistently applied across the curriculum.

“Programming-in-the-large”, the
software life cycle, and alternative design
methodologies should be addressed by
the inclusion of a software engineering
overview in the two-year program. The
AAS program simply must allow room
for this introduction. A familiarity with
the entire software life ¢ycle is a necessary

component of. the AAS graduate’s
education; without it, the graduate’s view
of his or her role in an entry-level position
will be distorted. ‘

The one-or two-semester capstone
course(s) typically exposes the student to
the traditional life cycle phases and
activities of analysis, design,
implementation, testing, and maintenance.
Itshould remain the course in which the
student is exposed to the software
development process; therefore, it is
appropriate to include a SE overview
among the topics presented. Moreover,
it is the appropriate forum in which to
present, illustrate, and experiment with
the alternate design methods.

Many articles have appeared to
propose modification and integration of
the new “CASE” tools into such courses
(see (19)-(23) for specific examples);
however, one must be aware of the danger
presented there to make these tools the
focus of the course rather than the
underlying concepts themselves. Perrone’s
(24) definition of computer-aided software
engineering (CASE) states, “CASE
generally refers to the automation of any
software engineering task.” CASE tools
at the two-year college level present both
positive and negative opportunities.

It should be the principal goal of
the AAS program to build sound
programming skills. Therefore, those
CASE tools available which enhance the
programming phase (through integrated
programming environments, language-
sensitive editors, interactive debuggers,
etc.) should be introduced. Tools such as
Microsoft’s QuickBASIC (25), Borland’s
TurboPascal (26) and TurboC (27) must
become a part of the AAS graduate’s
repertoire; they are the productivity tools
of today’s programming environment.

Itisalsoagoal of the AAS program
to expose the student to software
development and the “programming-in-
the-large” nature of most real systems.
Therefore, it is tempting to make tools
such as Index Technology’s
EXCELERATOR (28), Ashton-Tate’s
dBASE 11+ (29) and Bytel’s GENIFER
(30), Oracle’s ORACLE (31), or

Microrim’s R:Base System V (32) the
center of these capstone courses.

The pitfalls associated with using
these tools are described in many papers,
including (22) and (33). Basically, the
“trap” results from the fact that these
tools are so powerful and broad, they
may consume enormous amounts of
preparation and class time at the expense
of the underlying concepts. The use of
any of these tools demands much from
the instructor and the students. Any tool
use, then, in the systems class must be
such that it enhances the presentation of
underlying software development
processes and methodologies.

SUMMARY AND
RECOMMENDATIONS

Software engineering has been
defined and software engineering
education (SEE) activities reviewed. The
two-year AAS degree has been
characterized and examined. Difficulties
presented by the desired integration of
SEE into the two-year associate-level
degree vocational/technical computer
science degree program have been
considered. Proposed guidelines for the
extent to which SEE can be, and should
be, integrated into the two-year program
have been discussed; following are specific
recommendations offered to implement
those guidelines.

1. An overview of software
engineering must be integrated
into the AAS program, with the
traditional systems course as the
most logical place for inclusion.
The 1987 SEI interim report (34)
recommends a top-down approach
to SEE, and includes an overview
which could be adopted. The
integration of a SE overview into a
systems analysis and design course
has also been addressed by Steward
(35); his book provides other
implementation ideas, as would the
curriculum modules and detailed
course descriptions available from
the SEI (6), (34).

2. The use of tools in the capstone
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course(s) of the two-year program
must be carefully controlled. First,
most AAS graduates will gain
employment in entry-level
positions which relate directly to
programming skills, not systems
analysis skills. Second, the
emphasis must remain on
presentation of the underlying
concepts, the structure by which
and within which software
solutions to problems are
developed.

. “Programming-in-the-large”
activities are generally beyond the
scope of the two-year program.
Nonetheless, communications
activities similar to those which
characterize SE can be, and should
be, integrated throughout the
curriculum by the requirement for
oral and written reports, and by the
use of activities such as code
inspections and structured
walkthroughs.

4. The two-year program must
concentrate on development of
programming and problem-solving
skills. The existing language
courses build the programming
expertise base upon which SE
rests, so they are critically
important. Those CASE tools
which specifically pertain to the
programming activities must
become a part of the AAS
graduate’s tool set. Moreover, as
the software industry moves
toward screen-oriented systems,
object-oriented solutions and
languages, and so forth, it is these
capabilities which the AAS
program must adopt and integrate
$0 that their program products,
graduates prepared for entry-level
positions, remain viable.

CONCLUSION

The author concludes that the

principal contribution of the community
and junior college vocational/technical
computer science degree programs
remains the production of graduates with

fundamentally sound programming and
problem-solving skills with which to enter
the workplace, and upon which software
engineering as a discipline rests. Software
engineering education content of the two-
year program, then, must be restricted to
that which directly supports the
development and production of such
graduates.
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