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ABSTRACT

In this paper, we describe a teaching approach that evolved from our experience teaching in both the traditional database and systems analysis classes as well as a number of semesters spent team-teaching an object-oriented systems development course. Fundamentally, we argue that existing knowledge of structured systems development can and should inform our teaching processes when teaching object-oriented systems development techniques. We draw from an anecdotal industry example provided by one of our former students to illustrate the value of this approach given our perception that there is a need in practice today to easily shift from structured to object-oriented thinking.
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1. INTRODUCTION

There seems to be growing interest in adopting the Unified Modeling Language (UML) within information systems (IS) curricula, and some authors of database texts have expressed interest in changing their widely adopted books to include the UML notation when representing data models. One might argue that notation is only syntax; therefore, a change in notation should not require a change in the content or approach used in teaching data modeling techniques. However, the interest in UML suggests consideration of a more fundamental question: Should we rethink the processes taught in our database courses to more closely align the way we think about data with the way applications are developed?

Currently, most database courses use entity-relationship diagram (ERD) techniques for data modeling. The traditional ERD has a rich theoretical basis and is specifically intended for modeling relational database structures (Chen 1976, 1977; Date 1986; Martin 1982). Clear guidance exists in many academic and practitioner books about how to use this method to develop conceptual models and transition them to logical forms (including normalization practices) and physical forms that are focused on tuning for performance (Chen 1977; Hoffer, Prescott, and McFadden 2005; Martin 1982). Further, some empirical studies suggest ERDs are often more correct and easier to develop than corresponding object-oriented (OO) schemas (Shoval and Shiran 1997).

Advocates of the UML suggest that the class diagram should replace the ERD notation and approach to data modeling. Class diagrams provide the same opportunity to document data and their relationship as ERDs do. In addition, class
diagrams provide for the capture of operations. This allows for the modeling of relational data but also provides rich support for object-oriented implementations in the form of OO program languages (i.e., JAVA) as well as a more component-based approach (i.e., J2EE). Moreover, the UML includes mechanisms for modeling behavior, and the acceptance of the UML as an Object Management Group (OMG) standard provides wide support in industry for using the UML, especially for the design of object-oriented software (Halpin and Bloesch 1999). While some might advocate ERD versus UML as contrasting methodological perspectives, we see advantages of teaching both methods to information systems students in an integrated fashion.

Understanding the implications of the adoption of UML notation in the database class cannot be undertaken without consideration of the other courses in the IS curriculum as well as indications of the future of practice. In a recent panel discussion focused on database course content (Vician et al. 2004), the interrelationships among courses in the IS curriculum was discussed. Specifically, the panelists advised that when the core systems analysis course uses an object-oriented analysis and design approach, using a more traditional approach in the database class may lead to inconsistencies that hinder student learning.

A review of the trade literature suggests that transitions to object-oriented databases may be on the horizon; with Oracle and IBM indicating willingness to "go beyond classical relational dogma" (Monash 2005; p 26). Some organizations have adopted object-oriented databases for storing important corporate data (Lai 2005). Further, as more applications are developed in OO languages such as Java or C++ while utilizing data stored in a relational database, IT professionals are left to write custom code to access the data or rely on object-relational mapping (Walsh 2005). Growing interest among firms such as Oracle as well as the ubiquity of relational databases suggests that mapping OO applications to relational data storage is the likely immediate experience current MIS students can expect in practice (Krill 2005).

Should we rethink the processes taught in our database courses to more closely align the way we think about data with the way applications are developed? This is our fundamental question. In this paper, we draw from our experience in the classroom and in practice to make recommendations for how the UML notation can be integrated with ERD when teaching data modeling.

2. BACKGROUND

In Fall 2000, the two academic authors began team-teaching an object-oriented systems development (OODS) course. At that time, we had a number of years experience teaching in the traditional database and structured systems analysis and design courses.

As we began designing and teaching this OODS course we wanted to allow the students to form their own opinions regarding the efficacy of the OO approach to systems development and using the UML. Therefore, in our first semester teaching the course, when discussing class diagrams, we asked our students to read the technical specifications regarding class diagrams directly from the UML specifications (at that time, UML version 1.2 was the standard accepted by the OMG). In class, we spent time discussing and defining classes, objects, state, behavior, associations, association classes, multiplicity, and etc. as recommended by Fowler and Scott (2000, chapter 4). We worked a simple example class diagram in the classroom and assigned the students to develop their own class diagrams for a more complex case.

All students in the class had previously completed a traditional, database course (where they learned the ERD approach to data modeling) and a structured systems development course (where they were exposed to extensive ERD and data flow diagramming exercises). Thus, we expected the students to complete class diagrams for the assignment with relative ease.

We were surprised to find that the students struggled to complete this assignment. The assignments submitted for grading by the students contained much variation across students. Most students struggled with identifying classes to include in the diagram. Some students included user interface classes, while others did not. Many students experienced difficulty in capturing the basic data needs for the case (i.e., applying the data modeling skills learned in previous classes).

As we discussed the performance on this assignment with the students enrolled in the course, we realized that in our attempt to faithfully apply the UML to a modeling situation and to avoid introducing the biases from our structured development backgrounds into the course, we failed to help the students understand how to leverage the skills and knowledge they already possessed. The students observed that they had not understood that a class diagram was related to data modeling. Another difficulty experienced by the students was identifying the behavior that should be included in the class diagram as operations. The students indicated they were unsure about which operations to include in the diagram and even if they were sure an operation should be included, they were unsure which class should have the operation assigned to it.

After this initial attempt at teaching and applying the UML, we reevaluated our position and approach. We concluded that many, if not most, systems developed in a business setting would need to have some interaction with and use of data (likely stored in relational databases). Thus, when students use the UML to model business systems, they should realize that the class diagram should represent the data model for the new system. Furthermore, we observed that asking the students to focus on both the state and behavior properties of classes at the same time added complexity, which resulted in confusion among the students. Therefore, we redesigned the course content and our teaching approach to enable us to emphasize the following ideas when using the UML for systems development projects: 1) logical class diagrams need to be created that represent the data model for the business system to be
developed and 2) the state and behavior properties of classes can be considered separately when creating initial logical class diagrams for a business system.

In the next section, we present a short teaching case, our recommended development process, and the resulting UML diagrams which show the result of our learning.

3. CLASSROOM EXAMPLE

To illustrate our recommended approach, we use the case scenario presented in Figure 1. In developing a system to support Jason’s Video, we recommend the following development sequence to model this problem using UML diagrams:

1. Create Use Case Diagram to set system scope
2. Create Class Diagram that is identical to an ERD
3. Create Sequence Diagram for each use case
4. Use the messages from the Sequence Diagrams to add operations to classes in Class Diagram

**Figure 1. Example Case Scenario**

For simplicity, we only discuss two major use cases of the new system for Jason’s Video: 1) a customer rents a movie and 2) a customer returns a movie. Figure 2 contains a use case diagram for these two scenarios. The development of the use case details is beyond the scope of this paper; as such we will not elaborate on this process.

After a student develops the use case diagram, we encourage him/her to create a class diagram that contains state information only. A class diagram with state information only is very similar to a logical data model or entity-relationship diagram. At this point in modeling the new system, for the class diagram, we focus on the data that will be physically stored and its interrelationships. Thus, classes that would represent aspects of the user interface are not represented. Further, we discourage students from adding behaviors to the classes at this point in time. Instead, we encourage the student to concentrate on modeling the data for the case. Given these guidelines, we are essentially encouraging students to draw an ERD using the UML notation.

**Figure 2. Jason’s Video — Use Case Diagram**

For the Jason’s Video case, we would model three classes, (e.g., movie, rental, and customer) and two associations (see Figure 3). As can be seen in this model, implementation in a relational environment would not be a problem. Further, the student could easily apply the process knowledge he/she has about constructing ERDs to developing a class diagram that well represents the data and relationships.

**Figure 3. Jason’s Video — Class Diagram (state only)**

As mentioned previously, we did a non-scientific experiment in the classroom with adopting a new paradigm. In our first semester, we made no conceptual link between data models and class diagrams, and we encouraged the students to think of this as a paradigm shift. In later semesters, we explicitly linked the thought process of data modeling with the construction of class diagrams. We believe learning was facilitated by the linkage. Similar observations have been made when project teams in practice work to make the transition to OO analysis and design (Shaft and Jaspersion 2003).

The next step in the development sequence is to create a sequence diagram for a generic scenario for each use case in the use case diagram. As with the class diagram, when creating the sequence diagrams, we recommend ignoring the user interface classes. These classes and messages passed among them can be added when the system gets closer to implementation.
One approach we found useful in helping students understand sequence diagrams is the use of a CRC card exercise (Beck and Cunningham 1989; Bellin and Simone 1997). In this exercise, index cards are created -- one for each class in the class diagram. State information is listed. Students are then asked to role play, pretending to be one of the classes and/or a single object. This exercise is particularly useful in helping the students understand which class can/should be responsible for various behaviors based on state information and associations. After role playing the use case in the classroom, we draw from the in-class role play to create the sequence diagram. Figure 4 contains the sequence diagram for the rent movie use case. Figure 5 contains the sequence diagram for the return movie use case. After completing the sequence diagrams, we use the messages from the diagram to update the class diagram to reflect behavior (i.e., add the operations). To add operations to the class diagram, we consider each class represented in the sequence diagram and examine the messages that point to that class (i.e., messages that are received by that class). To receive a message, the class must have an operation that corresponds with the message it receives.

By default, all classes have create, read, update, and delete (CRUD) operations. Therefore, in creating the sequence diagram, we require that CRUD messages be included in the sequence diagram using these keywords as names for the messages. For example, see the "create customer()" message in Figure 4. Because all classes are able to perform all CRUD operations, we do not add CRUD operations to the class diagram.

For other messages passed to a class in the sequence diagram, the class diagram must be updated to reflect an operation that enables the class to perform the requested behavior. For example, consider the "add rental()" message to the customer class in Figure 4. For the rental clerk agent to send a message to the customer class entitled "add rental()" the customer class must have an operation "add rental()." Thus, we add the "add rental()" operation to the Rental class in the class diagram. To complete this iteration of the class diagram, all non-CRUD messages in each sequence diagram must be added as operations to the appropriate classes in the class diagram. Figure 6 contains the updated class diagram.

![Sequence Diagram for Rent Movie Use Case](image-url)

**Figure 4. Jason's video -- Sequence Diagram for Rent Movie Use Case**
This approach was successfully used and refined over the course of four subsequent semesters. In these semesters, the students had fewer issues and problems developing “proper” class diagrams for assignments and in testing situations. The students were able to apply their previously learned data modeling skills. Furthermore, they responded well to treating state and behavior separately during the logical design of a business system. Lastly, the students were better able to understand the behavior property of classes and were more confident in their ability to assign operations to classes in a class diagram.

4. DISCUSSION

Should we rethink the processes taught in our database courses to more closely align the way we think about data with the way applications are developed? Our answer to this question is yes. As will always be the case in our discipline, the process and techniques we teach are always shifting to keep up with changes in practice. Where we may disagree with others is in the nature of the change. We articulate a teaching process that incorporates the UML syntax as well as the encapsulation of state and behavior, but we suggest this can be done without a revolution.

While we recognize that our experience is non-scientific, we believe our approach has merit and is supported by prior research and current industry practice. In this section, we review existing research and provide an anecdotal example from industry that lends credence to our recommendations.

4.1 Previous Research

A review of the literature suggests the use of OO design and development practices are moving to the main stream. For instance, one can find claims such as:

- the UML is becoming widely used for software and database modeling (Halpin and Bloesch 1999), and
- Object-Oriented (OO) systems development is a "hot topic" among computing professionals and academics (Johnsen and Hardgrave 1999)

![Sequence Diagram for Return Movie Use Case]

**Legend**
- * indicates messages that iterate
- [] contain conditions that must be true for message to be activated
- = represent items returned by the message
- () data items contained in the message, () represent items that are passed as inputs with the message
- ; separates output parameters and conditions from message name
- display () message used to suggest future user interface classes

**Figure 5. Jason’s Video – Sequence Diagram for Return Movie Use Case**
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However, the shift to OO techniques receives a more mixed review. While advocates of OO design proclaim advantages such as conceptual clarity and better alignment with the conceptual space (Pancake 1995; Rosson and Alpert 1990), critics claim it is conceptually complex, difficult to use, and difficult to learn (Sheetz et al. 1997). Further, shifts to OO analysis and design (OOAD) are likely more difficult than shifts to OO programming (OOP) (Sircar, Nerur, and Mahapatra 2001). Empirical studies indicate that ERDs are often more correct and easier to develop than corresponding OO diagrams (Shoval and Shiran 1997).

![Class Diagram](image)

Figure 6. Jason's Video — Class Diagram (with behavior)

While considerable work has been done to understand the transition from traditional methods (i.e., ERD diagrams) to OO thinking, previous researchers often overlook or give little attention to the question of whether the two approaches are mutually exclusive. This is an especially relevant question when attempts to utilize OO concepts in a data management context are considered.

There is some debate regarding whether a shift to OO methods requires evolutionary or revolutionary change in the cognitive processes of developers (Morris, Speier, and Hoffer 1999; Sircar et al. 2001). Those who argue that OO methods require revolutionary change (or paradigm shifts) suggest a need to abandon previous process knowledge due to a cognitive mismatch between the OO concepts and structured design concepts that interferes with the production of a high-quality product (Nelson, Armstrong, and Ghods 2002).

In one of few studies we found that decomposed the development lifecycle and considered the level of change taking place in different stages, the authors suggest that the level of change during the analysis and design phase is architectural (somewhere between incremental and radical) (Sircar et al. 2001). These authors conclude based on a co-citation analysis that a developer’s knowledge about data and processes -- based on training or experience using a structured approach -- does not need to change in order to adopt an OO approach. However, the developer’s knowledge about the relationship among these components must change because data and process are encapsulated.

Advocates of evolution suggest that knowledge of a structured development process can (and potentially should) transfer into the OO development environment (Morris et al. 1999; Shaft, Albert, and Jasperson 2004). Morris, et al. (1999) asked novice and experienced developers to develop two systems -- one using a structured approach the other an OO approach. They found developers experienced in using structured methods produced higher quality solutions than novice developers regardless of method employed suggesting that "...some prior systems analysis problem-solving knowledge transferred when moving from process to object modeling (p. 124)."

We argue for the latter approach. The advantages of this approach are fundamental: the reduction of uncertainty for the student and easier learning of OO concepts. Based on our experience in the classroom, our approach attempts to encourage students to transfer their existing knowledge about data modeling into their attempts to develop a class diagram. We believe this approach reduces uncertainty for the student making him/her more confident in his/her skills and more capable of evaluating his/her own solutions prior to submitting assignments.

We also believe our approach improves the efficacy of our coverage of modeling behaviors. The modeling of behavior has proven a difficult concept for students to learn. One recent study offered the following: "Placing the right operations in the appropriate objects... is a consistent problem for students (Sim and Wright 2001/2002: p 99)." Our approach facilitates the coverage of behaviors by not asking the students to engage in a joint modeling of state and behavior. While these elements are encapsulated within objects in an OO system, we find no evidence (either in the literature or our own experiences) that considering them serially results in lower quality solutions.

In contrast, our experience using CRC cards suggests that the difficulty in modeling behaviors is related to a difficulty in understanding the relationship between state and behavior that may be made more clear by considering them separately. In effect, we argue that by considering the state and behavior characteristics of a class separately we reduce the complexity of understanding the concept of a class. This in turn leads to an enhanced ability to move from the traditional, relational development environment to the more modern, OO development environment.

We are not the first to suggest that OO and traditional modeling processes might be combined. Others suggest a similar combined approach and recommend that OO schema be based on an ERD (Shoval 1988; Shoval and Kabeli 2001). Our method is not conceptually different from theirs. We do, however, provide a more detailed process for classroom
instruction using this approach. Further, we have attempted to articulate why this approach should be undertaken. In a related fashion, Halpin and Bloesch (1999) recommend using UML, purely for analysis, thus the UML class diagram would provide an extended Entity-Relationship Diagram (ERD) notation.

It is our premise that the norm our students can expect in practice will very likely include both a traditional (i.e., relational) database environment and an object-oriented application environment. As such, the data modeling elements of many projects experienced in today’s IT environment require those in practice to straddle both paradigms.

4.2 A Perspective from Practice
We asked an IT professional (our former student and third author) to comment on this premise. The following section contains his response. (We have made a few minor edits to the following for style and flow; however, for the most part the response is un-edited.)

In the systems development projects I have completed the use of entity relationship diagrams and object model diagrams have both been critical to solving the business problem presented. In some cases, both models have driven the overall development effort. I find that several factors have led to the choice of which model was used. Those factors are as follows:
1. New system versus existing system enhancements
2. Tightness of coupling to other existing systems
3. Transactional nature of the system being designed
4. The level and amount of reporting needed for business users

Factors one requires little explanation. In enhancement projects, we rely heavily upon the initial system design, and therefore, whatever drove this process to begin with would typically continue to do so for each enhancement effort.

When a system is very tightly coupled to other systems, it becomes important to consider the designs of those systems in the design of the system we wish to build. For one project, the new system was tightly coupled to two existing systems, even sharing the same Oracle database. In this situation, although the application was a Java based application, and did have a detailed object model, it was the design of the database, and the entity relationship models that drove the overall design of the system.

When a system is highly transaction based, the design of the database also tends to be a more critical factor in the overall success of the system. A system that processes large volumes of transactions will typically require the data model to be optimized for that purpose, whereas a system that is not transaction based doesn’t have as strong a dependency.

On another project, the system was not transaction based. It simply integrated information from two other transaction-based systems, which were built around a data model. Because the new system was designed with summation in mind and didn’t share a data store with either of the two existing systems, the object model drove the design of the system.

In a current project, I am developing a document classification rules management application. This system will be used to manage the classification rules, attributes, and information (metadata) for our enterprise document repository. The system integration is done by the use of Enterprise Java Beans. In this particular situation, the coupling of the systems is not very tight, and more importantly, neither system is at all transaction based. In fact, design patterns such as Session Facades, Business and Value Objects, and Business Delegates were implemented for the sole purpose of decoupling the logic of the two systems, and encapsulating the logic of the rules management system to make change management easier. This was clearly a case where the object model drove the design of the overall system. We began with hashing out an object model to facilitate our system and then built a database structure which could support that model.

The last factor I have found to play a key role in the decision of which model drives the design is the need for reporting. In another project I was assigned, called Well Process Management (WPM), the system was designed to be the integration point between all other systems in the scope of the Well Life Cycle. Although it was to be coupled with several transaction based systems, the coupling was to be very loose, and the business logic of the WPM system was to be completely encapsulated from the other systems it touched. This was a situation where the object model played a much greater role in system design. However, the purpose of the system was to provide management with a very high level view of the well life cycle across the entire company. That need for real time reporting made the design of the database an equally important consideration. In this particular situation, one could argue that both models played an equal role in leading the design process.

Assuming these experiences are not uncommon, current IT practitioners often shift from ERDs to object models and back again. Further, they need to understand the mapping from one to the other. Finally, as the new systems often must be integrated with existing systems, this need to straddle relational and OO thinking is unlikely to go away any time soon.
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If in practice shifting from one modeling technique to the other is the norm, perhaps the focus of our teaching should be less about which model to teach (i.e., ERD or class diagram), but instead on how to conceptually integrate them in such a way as to facilitate easy transition from one to the other and arm our students with the ability to use either depending on the best fit with the project characteristics. We believe these examples from prior research and current practice support our recommended approach. Furthermore, we believe the student gains ability to leverage the robust traditional processes while simultaneously tapping into the rich and standardized notation available in the UML class diagram.

5. CONCLUSION

The purpose of this special issue was to address a growing question in our community about whether we should be teaching ERDs versus modeling using the UML notation. Ours is a view from the fence. We believe both a relational data modeling view as well as a class diagram view of data is necessary. The method chosen depends on where the core database course appears in the MIS curriculum. If it precedes systems analysis, then we would encourage instructors to cover data modeling using traditional ERD notation—keeping data and process logic separate. After which, the instructor in the systems analysis course can introduce process logic. Now the combining of process and data can be more fully understood, and UML notation can be useful. If database comes later in the curriculum, after systems analysis, then UML notation should be used in the database course. This presupposes that data and process have been decoupled in the systems analysis course and students are now ready to absorb the complexities of the more integrated OO approach.

The use of OO for new application development is fairly well-established as fact—especially the use of OO programming languages. Paradoxically, relational databases are characterized in the trade press as ubiquitous (Walsh, 2004). As such, IT professionals charged with developing processes that capture, process, or report data will continue to need relational database skills as well as developing an understanding of classes and objects.

Based on this premise, we articulate a process to facilitate teaching data modeling and object thinking in an integrated (albeit serial) fashion. While we have used our approach for a number of semesters, we recognize that the conclusions we draw are non-scientific and encourage rigorous research to determine the efficacy of our advocated approach.
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