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ABSTRACT
The under-representation of women in computing is well documented. This imbalance creates numerous problems including challenges of staffing and equity as well as more subtle problems such as a lack of balanced perspective on innovation and social implications. While there is universal agreement that females are equally capable of succeeding in a technical arena, there is a diversity of opinions as causes and solutions to this problem. One particularly interesting theory proposed by DePalma is based on trend differences between computing and other science disciplines. DePalma suggests that the positive trends in other science fields can likewise be achieved in computing if similar science pedagogies are implemented. This paper reports on an empirical study conducted to test some of DePalma’s recommendations. While our investigation is preliminary, it does provide positive support for the theory that techniques that work in other science disciplines may also prove effective in computing. The results of our findings are presented along with a discussion and implications for future work.
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1. INTRODUCTION

1.1 General Appearance
A report by the Presidential Information Technology Advisory Committee suggests that there is a critical need for a diverse IT workforce if the United States is to meet the challenges of the information age (PITAC, 1999). It is a well-documented phenomenon that the Information Technology (IT) industry suffers from a shortage of females entering the profession at both post-secondary institutions and in the workforce (Camp, 1990; Freeman, 1999; NSF, 2000).

Although the number of technology jobs in the United States shrank by an estimated 5 percent in 2001-2, falling from 10.4 million workers to 9.9 million as the economy contracted, hiring managers now say they may be unable to fill as many as 600,000 tech jobs in 2002-3, according to a survey by the Information Technology Association of America (ITAA, 2002). Survey respondents indicated that more than 1.1 million tech jobs will be available as the economy recovers, but they predict they will be unable to fill some 578,000 of those positions. Part of the discrepancy arises from a consistent "gap" between supply and demand of IT workers. The Commission for the Advancement of Women and Minorities in Science, Engineering and Technology Development argues that much of this shortfall could be satisfied through programs that increase the number of women that enter the field (Commission, 2000).

The problems associated with encouraging more women to enter the information-technology field are complex and multi-faceted. Research suggests the need for incremental advancements in many areas, including removing gender bias in computer software, increasing female access to, and experience with computers, increasing the number of female role models in the profession, and even developing more "girl-friendly" computer games (Davies 2000; Thom, 2001; Woodfield 2000).

One of the most direct recommendations for increasing the percentage of females in the discipline was presented by DePalma (2001). He argues that in spite of talk about ‘math anxiety’, women earn almost half of the undergraduate degrees in math. His hypothesis is
that the precision of mathematics makes the field attractive to women, while the ill-defined nature of the computing field tends to drive them away. DePalma offers five suggestions for introducing female students to computers in general and programming specifically:

First, teach programming to any girl with an aptitude for symbolic manipulation. Second, when teaching programming, keep it as close to pure logic as possible (minimize reliance on software packages, user interfaces, text editors, etc.). Third, if at all possible, try to teach programming without microcomputers (try to decrease the distraction from the hardware). Fourth, treat programming languages as a notational system. Finally, keep programs short (following the Mathematical drill model that emphasizes many small incremental problems instead of one or two major projects).

This study seeks to empirically test some of DePalma’s recommendations and try to determine what, if any, difference they might make on teaching entry-level computing students – both female and male.

2. LITERATURE REVIEW

The problem of gender equity in IT is decades old. The Department of Education in the United States shows that from 1983-84 through 1997-98 there was a 28% decrease in the percentage of women earning bachelor’s degrees in computing (NCES, 2001). The Department of Education data is particularly revealing as it also shows a steady increase of women choosing to study in other science fields during that same time. From 1984 to 1998 there was an 18% increase in the percentage of women earning bachelor’s degrees in Biology/Life Sciences, a 31% increase in women earning Engineering degrees, a 6% increase in women earning Math degrees, and an 11% increase in women earning Physics degrees. The contrast between the steady declines in the computing discipline compared to the steady growth in the other disciplines is shown in Figure 1.

The prognosis for women at the beginning of their college experience is no better. The Cooperative Institutional Research Program (CIRP) is the nation's largest and oldest empirical study of higher education, involving data on some 1,800 institutions and over 11 million students. The annual CIRP Freshman Survey provides normative data on each year's entering college students. Data from the 2000 survey suggests that women lag far behind their male counterparts when asked about their computing self-confidence (CIRP, 2001). Women are half as likely as men are to rate their computer skills as "above average" or "top 10%" relative to people their age (23.2 percent among women, versus 46.4 percent among men). This gap in self-confidence likely contributes to the fact that men are five times more likely than women are to pursue careers in computer programming (9.3 percent of men, versus 1.8 percent of women). The gap among the 2000 freshmen is the largest in the history of the survey (see Figure 2).

Just as there is no silver bullet for taming the complexity of large software projects (Brooks, 1986),
Just as there is no silver bullet for taming the complexity of large software projects (Brooks, 1986), there is likewise no simple solution to this problem (Alper, 1993; Camp, 1990; Davies 2000; Freeman, 1999; Humphreys, 2002; NSF, 2000; Thom, 2001; Woodfield 2000). According to Camp (2000), differences in past experiences with computers are likely to cause female students in introductory computing courses to, “…be left behind on the very first day unless the course is designed for those less experienced students in the class.”

This study specifically seeks to empirically examine some of DePalma’s specific recommendations for improving the recruitment and retention of female students in the computing fields. It should be noted that this is an preliminary study that seeks only to validate DePalma’s basic hypotheses. The next section introduces the methodology used in the study. This is followed with the results and analysis of the data. The report concludes with a discussion of implications and future directions of this research effort.

3. EXPERIMENTAL STUDY

This study specifically seeks to test three of DePalma’s (2000) five recommendations for improving the success of female students in beginning programming classes: (1) teach programming by emphasizing the logic and design rather than focusing exclusively on the specific syntax of a language (e.g., Java, C++, etc.); (2) make efforts to decrease the distraction caused by hardware-specific demands (i.e., minimize the overhead associated with using the computer, its operating system and complex program GUIs); and (3) require subjects to complete numerous small programs – each progressively more difficult than the last. This allows each student to methodically work through a common body of problems that compensates for differences in individual experience with computers. Consistent with DePalma’s final recommendation, the programming language is treated as a tool for problem solving rather than being the learning objective itself.

3.1 Experimental Test Bed

Several of DePalma’s recommendations deal with simplifying the early experiences with computer programming and minimizing (or eliminating if possible) distractions from the hardware, operating system and programming environment. This idea could be taken to the extreme of teaching programming using only a pencil and paper. Many years ago when computers were scarce, this was the pedagogy of choice for many schools. However, flow-charts, pseudo-code or hand-drawn programs must be manually traced to identify errors – a slow and laborious process. Studies indicate an instructional limitation with manual approaches that do not provide immediate feedback to learners (Gould, 1975; Mayer, 1975; Wittrock, 1974).

As a compromise between simplicity and the need for feedback on one’s solutions, the Visual-Logic (VL) programming tool was used in this study. Visual-Logic is an easy-to-use development environment that was designed to be easy for novice programmers to learn and use. VL avoids the complexity of a high level programming language by utilizing flowcharts to represent logical solutions. These solutions are created by adding, deleting and moving flowchart elements using an intuitive point-and-click, drag-and-drop interface. VL emphasizes patterns of logic and design, abstracts out the details of different hardware, and supports a broad range of programming and problem-solving activities. Figure 3 shows the flowchart design window with a one possible solution to an overtime wage-calculation problem.

![Visual-Logic solution to overtime problem](image)

Figure 3: Visual-Logic solution to overtime problem

The most significant contribution of Visual-Logic, however, is its ability to execute the logical flowcharts. When a student wants to check the validity of their program design, VL is able to immediately interpret and execute it. This feature provides students both the
simplicity of a flow chart and the immediate feedback that previously was only available with a traditional high-level language. When using the Visual-Logic tool, students may design, develop, execute, test and evaluate computer programs without any prior exposure to a formal computer language.

Creating the traditional “Hello World” program is as easy as selecting an output flowchart element and entering the greeting. There is no need for the student to understand libraries, I/O streams, or anything beyond the logic of the solution. When the student selects “Run” the Visual-Logic System executes the flowchart, including input dialog prompts and the appropriate data in an output window. Visual-Logic supports a broad range of activities (e.g., input, assignment, output, conditions, loops, variables, procedures, etc.) while minimizing the specifics of hardware and language syntax.

3.2 Experimental Design
The objective of this study is to examine DePalma’s recommendations for teaching introductory computer programming to see if they have sufficient validity to merit additional research.

Procedure: Students assigned to the control condition were trained in VB using what Brusilovsky (1997) defines as a ‘traditional’ approach. This pedagogy used a VB manual for a text, a lecture format in class, and several VB programming projects as homework. Students assigned to the treatment condition spent the first five weeks of the semester learning problem-solving approaches and programming logic. A series of short programming activities using Visual-Logic were assigned as homework. No Visual Basic instruction was provided to the treatment subjects during this time. After the first five weeks, the treatment group began using the same pedagogy and materials as the control group sections. This research design model, shown graphically in figure 4, was drawn from the literature (Schneider, 2001; Shackelford, 1999). The learning measurement occurred for both groups during the 16th week of the semester as part of a regular class meeting.

Participants: The subjects for this study were 73 undergraduate students (53% male, 47% female) at a comprehensive public university with a traditional 16-week semester. The courses were 200-level introductory Visual Basic (VB) programming. Two professors worked cooperatively to teach these classes as part of the project. Both instructors have much-higher-than-average teaching evaluations and employed common teaching methods for the experiment. Both instructors coordinated textbook and course content except for the treatment. Students in the courses came from different backgrounds and had different majors. Subject assignment to class sections was quasi-random as the students registered for their classes independent of the study.

To guide this work a set of three hypotheses were formulated from the recommendations:

**Hypothesis 1:** Female students in the treatment group will demonstrate a superior understanding of programming logic compared to female students in the control group.

**Hypothesis 2:** All students in the treatment group will demonstrate a superior understanding of programming logic compared to all students in the control group.

**Hypothesis 3:** Differences in learning outcomes between male and female students in the treatment group will be less than differences between male and females in the control group.

3.3 Methodology

**Apparatus:** To measure the subjects’ understanding of program logic, flow and syntax, the experiment followed Scanlan’s (1989) design. This methodology presents subjects with three computer programs of varying difficulty, classified as simple, medium, and complex, shown in Figure 5. Answer sheets were constructed containing three data sets of initializing values and space for participants to write down the calculated output for each data set. In addition to the solution, subjects also noted the time when they completed the three data inputs provided on the answer sheet. All participants were given sufficient time to complete each task before proceeding. This process was repeated for the medium and the complex programs.

To assess learning outcomes, participants were provided the simple program with a randomly assigned answer sheet. The data set for each of the problems was nearly identical, but varied slightly to prevent contamination due to cheating. Participants determined the output for each of the three data inputs provided on the answer sheet. All participants were given sufficient time to complete each task before proceeding. This process was repeated for the medium and the complex programs.

![Figure 4: Research Process](Figure 4: Research Process)
Scoring: Individual correctness scores were determined by awarding one correctness point for each of the three outputs that were correct per solution sheet. Half credit was given to outputs that were correct through the initial loop iteration, but incorrect at some later point. The time data was recorded as the number of seconds required for determining the outputs. An overall confidence score was calculated from the responses on the 5-point scale. This grading process was the same for each of the six answer sheets provided by each participant.

4. RESULTS

Hypothesis 1 suggests that female students in the treatment group will demonstrate a superior understanding of programming logic over female students in the control group. Support was found for Hypothesis 1 as females in the treatment group scored significantly better than females in the control group on all three programs.

The simple program contained a nested-if statement and no loops. For this program, the treatment female group average score was 2.75 and the control female group average score was 2.10, which was a significant difference when examined with an Analysis of Variance between groups test (ANOVA) (p <= .01). The medium program contained two nested-if statements inside a single loop. For this program, the treatment female group score was 2.13 and the control female group score was 1.15, a significant difference (p <= .01). The complex program contained two loops and four conditions. Once again, the treatment female group scored significantly better than the control female group (1.66 to 1.10, p <= .01). The results for all three programs are shown in Figure 6.

Hypothesis 2 suggests that all subjects in the treatment group (male and female) will demonstrate a superior understanding of programming logic over all students in the control group. Support was found for Hypothesis 2 as the treatment group scored significantly better than the control group on all three programs. The treatment group achieved scores that were significantly higher than those of the control group for all three programs, simple (2.68 to 2.18, p <= .01), medium (2.28 to 1.50, p <= .01) and complex (1.74 to 1.10, p <= .01). The results are displayed in Figure 7.

Hypothesis 3 suggests that differences between male and female students in the treatment group will be less than differences observed between male and females in the control group. Again the hypothesis was supported by the data. An analysis of total scores for all three problems shows that both male and female students from the treatment group outperformed their counterparts in the control group. It is equally important to note that the data also suggests that the difference between sexes was quite small for the treatment group (6.53 to 6.77, 3.5%). The difference between sexes in the control group is much greater (4.35...
to 5.07, 14.2%). Both the improvements resulting from treatment and the reduction in gender differences can be seen in Figure 8.

![Figure 8: Gender Differences Between Groups](image)

The findings of this preliminary study support DePalma’s (2000) recommendations for introducing computer programming to female students. Specifically, female students’ ability to work with program logic improved and the performance gap between the female and male students decreased. The pedagogical approach is also helpful for male students.

### 5. DISCUSSION AND IMPLICATIONS

The findings of the study are encouraging and suggest the need for additional research. The teaching approach that was used in this study (Visual-Logic) was successful at improving the learning outcomes for the students in the treatment condition. The approach was also well-received by the students. A de-briefing survey revealed that students in the treatment group found Visual-Logic easy to learn and use. By the end of the 5-week introduction, these students had already established their ability to be successful in the class.

A number of students in the control group indicated that the Visual Basic programming environment was intimidating, complex and difficult to learn. In contrast, none of the subjects in the treatment group made such a report – in spite of having less time to learn VB.

The problem of declining female participation in the computing disciplines is the subject of much concern and speculation. Many of the proposed solutions involve activities outside of the control of the classroom, such as presenting young girls with gender-friendly computer games and increasing the number of tech-savvy teachers (Cohoon, 2002; Wardle, 2002). These, and many other suggestions may prove beneficial over time. However, the data suggest that immediate improvements in overall student performance – and most notably, female performance – can be realized through basic changes to the teaching approach and content.

DePalma’s suggestions are worthy of additional study and exploration. The choice of Visual-Logic as a means of emphasizing logic and de-emphasizing language syntax is but one way that these goals can be met. Other pedagogical approaches and educational technologies may also prove successful at improving learning outcomes for novice programmers.

By leveling the playing field in this way, instructors are able to create an environment where women succeed at a rate consistent with their male counterparts. It is hoped that this early success encourages other researchers, teachers and IT professionals to identify and develop methods for improving the learning environment for all individuals who may be interested in pursuing a career in Information Technology.
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